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Abstract
This paper outlines work-in-progress on a proposed new XML Schema standard: Binary XML
description language (BinX), which provides the ability to describe the physical representation and the
overall structure of arbitrary binary data files.

After considering the issues involved in the representation of Scientific Data sets in Grid environments
we concluded that although XML can provide a very useful mechanism for representing metadata, it is
often inappropriate for representing large scientific datasets themselves. However, there is a need for a
standard way to describe binary datasets and to that end we have developed BinX. BinX and its
associated libraries will support platform independent binary data, the construction of arbitrary data
transformations and potentially, the ability for the application developer to work with their data as if it
were in XML whilst retaining efficient manageable underlying binary representations.

The construction of basic libraries to support access to BinX data is well underway. We have also
developed JAJA (Java Access to Just-about-any Array), a simple prototype browser for binary array
files to demonstrate how the standard might be used. Finally, we mention existing standards that could
support the construction of self-describing files that would include an XML metadata file description,
as well as the dataset itself.

1. Introduction

XML is clearly today’s standard of choice for the representation and exchange of structured data,
particularly where that data must be read and interpreted by different applications written by different
groups. XML and XML Schema provide a convenient, potentially human readable, easily extensible
representation standard. It is tempting to assume, therefore, that all data exchanged on the Grid would
be exchanged as XML. However, for many users' in the scientific community the prospect of
producing output data as XML presents many disadvantages and offers very few opportunities.

The datasets for many scientific users are stored in very large (tens of gigabytes) regularly structured
binary files, often one or more large arrays or tables. They have tools for reading and manipulating
these files, often written in languages like Fortran with primitive file handling capabilities. Whilst it is
possible, in principle, to provide XML representations of such data it is not clear why you would want
to. An XML representation would have a number of drawbacks:

e The XML representation would be significantly (around 2-4 times) larger than the simple
binary representation and therefore take longer to write, transport etc.

e Inappropriate representations: The proposed standard representation for a multidimensional
array in XML to effectively build a tree of lists (everything in XML is a tree). This is a poor
representation for scientific users because commonly required operations such as extracting a
slice or a diagonal becomes difficult to do.

XML also present few advantages:

e Extensibility — The extensibility of XML is not enormously useful in this case. XML is most
useful when the data is represents is richly structured. The simple arrays and tables that we are
looking at do not have those features and are unlikely to change their in their basic
representations.

! The BinX team have had requirements discussions with a number of eScience communities including
Astrogrid, MyGrid, RealityGrid and QCDGrid.



e Readability — A 10Gb array is not very human readable. It can obviously be visualised with
the right software but representing it as XML does nothing to improve this situation.

e Available tools — The available XML tools have not been designed for efficiently parsing such
large files and their scalability may be severely tested.

It seems unlikely, therefore, that users with such datasets will represent them in XML. However, there
is enormous value, and corresponding interest, in representing the metadata associated with the data in
XML. The metadata will typically describe such things as how the data was produced (parameters,
algorithms used etc), when and by whom. It would be very useful if that metadata could also contain a
standard, canonical description of the structure and representation of the data itself. The work in
progress, reported on here, is a straw man proposal for an XML Schema and supporting software
libraries to address that need. The approach taken is described in the Section 2.

Related work

One of the earliest pieces of work this area was a system developed by IBM called EXPRESS [1] (data
Extraction, Processing and REStructuring System). It supported access to a wide variety of data and
restructuring of it for new uses. The system was driven by two very high level nonprocedural
languages: DEFINE for data description and CONVERT for data restructuring. Program generation
and cooperating process techniques were used to achieve efficient operation.

Another important data representation standard is STEP [2], STandard for the Exchange of Product
model data, the unofficial name for the evolving IS0 standard 10303-Product Data Representation and
Exchange. This aims to facilitate data/information exchange between CAD/CAM/CAE systems. The
standardization effort begun in 1984 and was joined by PDES (Product Data Exchange using STEP),
an American standardization initiative being developed by the IGES/PDES Organization. The first set
of International Standard documents was approved in 1994. Information modeling, supported by the
language EXPRESS, addresses information about a product's entire life cycle.

The External Data Representation Standard (XDR) is an IETF standard defined in RFC1832 [3]. Itis a
standard for the description and encoding of data in binary files. It differs from BinX in that:
e It defines aspects of the data encoding. BinX is intended to describe any (most) encodings
rather than specify features of the encoding that should be used.
e BinX is XML based.

The Hierarchical Data Format (HDF) project [4] is run by NCSA. It involves the development and
support of software and file formats for scientific data management. The HDF software includes /0
libraries and tools for analyzing, visualizing, and converting scientific data. HDF also, however,
defines a binary data format in which the data is represented. HDF also provides software that allows
the conversion of (most) HDF files to a standard XML representation.

2. BinX

BinX is the Binary XML description language. Its aim is to provide a canonical description for data
stored in binary files. Once we have carried out some initial groundwork we propose to take the work
forward as a GGF standard.
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Figure 1. Showing how the BinX file is used in to describe the format of the binary file.

Figure 1 is intended to illustrate how the BinX file could be used in practice. The BinX file describes
the structure and format of a binary data file and can also contains a URL which points to that file. This
allows the construction of tools that can read a very wide range of file formats. Such tools could be
presented as Web services and could have functionality to convert between formats, to extract pieces of
the data (e.g. slices or diagonals of an array), or to browse the file. JAJA, discussed below, is a BinX
tool that provides simple browsing functionality of an array described in BinX.

BinX provides the ability to describe three levels of features in a binary file:
1. The underlying physical representation (e.g. bit/byte ordering)
2. The primitive types used (e.g. IEEE float, integer)
3. The structure of the data itself (e.g. array, list of fields, table)

In many applications we anticipate that BinX will be included as part of application specific metadata.

The representation of data in binary files is much more standard than it used to be. The prevalence of
the IEEE floating point standard [5] has simplified a number of the issues. From the point of the
physical representation it is still necessary to specify:
e The byte ordering — big-endian/little endian
e The bit ordering — big-endian/little endian (although this is almost always big endian)
e Blocksize — many binary formats pad out data fields so that they are always a multiple of a
given block size.

BinX provides for the representation of a broad range of different primitive types. Including all those
that can be represented in XML Schema [6]. We anticipate that the standards process will eventually
bring this to an appropriate representative set.

In terms of structural representations we have been guided by the work on XDR. Anything that can be
represented in XDR can be represented in BinX so we have provision for variable and fixed length
arrays, structs, strings, unions etc. We have also made provision for the description of data streams.

The definition of BinX includes a “typeDef” mechanism that allows the user to define/rename new
types. The intention in our design is to try to provide the minimum number of basic types and then to
provide an include file that defines a set of standard extensions.

<?xml version="1.0" encoding="UTF-8"?>
<dataset xmlns="http://http://schemas.nesc.ac.uk/binx/binx"
xmlns:xsi="http://www.w3.0rg/2001/XMLSchema-instance"
xsi:schemalocation="http://http://schemas.nesc.ac.uk/binx/binx
binx.xsd"
byteOrder="bigEndian" bitOrder="bigEndian" blockSize="32">
<definitions>
<typeDef typeName="complexType">
<struct>
<ieeeFloat-32 varName="real"/>
<ieeeFloat-32 varName="imaginary"/>
</struct>
</typeDef>
</definitions>
<file src="http://www.epcc.ed.ac.uk/testFile.bin">
<ieeeFloat-32 varName="inputParameterl"/>
<integer-32 varName="inputParameter2"/>
<arrayFixed>
<defType typeName="complexType" />
<dim indexFrom="0" indexTo="99" name="x"/>
<dim indexFrom="0" indexTo="4" name="y"/>
</arrayFixed>
</file>
</dataset>



Figure 2. An example BinX file.

Figure 2 shows a small simple BinX file. The root tag is <dataset> which is can contain a set of type
definitions, contained within the <definitions> tag, followed by one or more file descriptions contained
within the <file> tag. In this example we can see that a new type “ComplexType” has been declared in
the definitions section that is defined to be a struct containing two floats, one called “real” and one
called “imaginary”. There is only one file in this example, which is located at:
http://www.epcc.ed.ac.uk/testFile.bin

This file contains two numbers a float (inputParameterl) followed by an integer (inputParameter2)
followed by a two dimensional array of our new complex number type.

Notice that the <dataset> tag allows us to define the byte order, the bit order and the blocksize. These
can be changed for individual files, or indeed for individual fields.

Areas of application

We foresee the following ways in which BinX can be used:

1. Platform independence — once data is described by BinX it should be possible to read and
write it (using the BinX library) on any platform regardless of the native configuration of the
file system.

2. Data transformations — the library will provide a very convenient basis for building arbitrary
transformations between binary data formats.

3. XML without the tags — once the data has been described in BinX it will become possible to
expose it to the application level as if it were in XML (i.e. as SAX events). Thus users can
have the benefit of working with the standard XML tools and APIs without needing to pay the
cost in the size of their data.

Current status

BinX is currently being developed as part of the eDICT project (http://www.edikt.org/) at the National
eScience Centre in Edinburgh. At the time of writing we have a relatively stable version of the schema
and a C++ library capable of reading the simple data types the next stages will be the reading of more
complex data types and then the ability to write out both BinX files and the data itself. This will
provide the functionality required for the first area of application, platform independent files, and
provide the basis for building examples of the second, transformations.



3. JAJA
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JAJA (Java Access to Just-about-any Array) is a prototype BinX tool, built to demonstrate the potential
of the work. The JAJA interface (Figure 3) can be used to display arbitrary slices through a
multidimensional array specified in BinX.

4. Self describing files

An important requirement that came originally from the Astrogrid team was that it should to be
possible to include the description of a binary file in the file itself. If the description of the file is
located in a different file there is a danger that the correspondence between the two files could be lost
(as they are copied/moved around) and then the data would be rendered effectively useless.

There are a number of approaches that could be adopted to solve this problem. A number of ad-hoc
methods are frequently employed for this purpose, such as making the first four bytes of the file be an
integer representing the offset in bytes to the start of the data etc. However this is a general problem
and there are existing standards that can be applied. The most relevant of which is DIME which is
designed to provide a way of attaching binary data to XML files, such as SOAP messages. DIME [7] is
a simple, lightweight message format that encapsulates multiple messages with header information
(such as MIME type) that allow the individual messages to be later extracted using a DIME parser.

5. Future directions

The next steps for this work will be to bring it to review within the standards processes of the Global
Grid Forum. In the immediate future we aim to work on:
e Tools and libraries for reading and writing data files described using BinX.
Testing activities with our user communities to investigate whether BinX can capture all that
is required.
e A Java GUI for writing BinX descriptions so that users are not forced to write the XML by
hand.
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